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1. Introduction

Tutor Dash is proposed to be a mobile android application that would greatly benefit university students’ perception of tutoring. This application will serve as a hosting platform where university students can search for tutors, advertise their own tutoring services, or do both. In a way, Tutor Dash will be similar to Uber in concept, but the functionality and interface will be much different. Tutor Dash will be a platform exclusively for university students with the aim of improving the current processes of searching for tutors and providing tutoring services. Tutor Dash will accomplish this by consolidating various features already present on other digital tutoring platforms with new features that have yet to be implemented on any other platform. Ultimately, Tutor Dash’s goals are to make tutoring services more accessible to students looking for tutors and to make finding students to tutor easier for tutors looking for new clients.

There are several reasons why an application like Tutor Dash is necessary. The biggest reason is the lack of centralization within the market. The current market for private tutors is saturated with options that do not fulfill the demands of university students. Both students who are searching for tutors and student tutors who are searching for new clients have a difficult time finding who they are seeking. Tutor Dash aims to solve this problem by creating a centralized platform where both students searching for tutors and student tutors searching for new clients can interact and find who they are looking for in real-time.

There are two groups of users relevant to Tutor Dash’s domain; the first of which is university students looking for tutors. Students looking for tutors face several problems relating to the lack of sufficient university-offered tutoring resources. University-offered tutoring resources are generally offered exclusively during day-time business hours (i.e., 9am to 5pm
Monday through Friday), however studies have shown that students are more likely to study outside of these hours (Evans, 2017). These tutoring resources are also very limited in scope. For example, in the spring of 2019 at Old Dominion University, only 5% of all offered courses had an associated tutoring program provided by the university (“Course-Specific Tutoring”, 2019). For the courses that universities do offer tutoring, schedules for sessions are inflexible and/or inaccurate, leaving many students unable to attend (“Campus Tutoring”, 2019). For all of these reasons, students will end up either looking elsewhere for tutors or perform poorly in their courses.

When students look for tutors outside of their university, there are several decision obstacles that they must face as illustrated in Figure 1. A student searching for a private tutor will first have to choose a platform in which he/she wants to search. The student will then invest his/her time in searching for the right tutor. In order for this tutor to be compatible with the student, there are several factors that both the tutor and the student must agree on such as availability, domain knowledge, and delivery method. If a student does find a compatible tutor, he/she will then schedule a meeting. This meeting will most likely be scheduled at some time within the next few days or weeks. After the meeting occurs, the student will pay the tutor, and hopefully he/she now understands the course material.
This is the current process flow for tutees looking for tutors. The diagram illustrates many of the decision obstacles that make it difficult for students to find compatible tutors.

There are several problems with this current process. If a student is having trouble understanding course material, then he/she is not going to want to go through the hassle of finding a tutor. Finding the right tutor involves a major time investment on the student’s part, and this deters many from pursuing or even initiating their search. There are many obstacles that get in the way of the student’s objective, and even if the student does go through the trouble of finding a compatible tutor, then there is still the chance that the tutor was unhelpful.

The second group of users relevant to Tutor Dash’s domain is the group of private student tutors searching for new clients. This group mainly faces problems relating to the lack of centralization in the current private tutoring market. There are several tutor-hosting platforms in existence, so in order for tutors to stay competitive, it is important for tutors to advertise themselves on the right platform(s). Knowing which platform(s) is/are right for the tutor is subjective though, as there are no obvious options. Like their counterparts, student tutors looking
for new clients also face several decision obstacles. These obstacles closely mirror those that students looking for tutors face.

![Diagram](image.png)

**Figure 2. Students Seeking Tutoring Advertisement**

This is the current process flow for tutors looking for tutees. Tutors looking for tutees face similar obstacles to tutees looking for tutors as shown in Figure 1.

A student looking to become a private tutor must first present their qualifications to one or more of the various platforms currently present on the market. After this, he/she must then wait for a potential client to contact him/her. If a potential client contacts him/her, then several factors must be agreed upon between this student and the potential client (e.g., availability, domain knowledge, and delivery method). If both the student tutor and potential client agree to meet, then this meeting will be scheduled at some point in the future. After the meeting occurs, the tutor will then be paid based on the implementation of their platform’s payment method. It is also customary that after the meeting concludes, a rating will be given to the tutor based on his/her performance.
Much like the current process for students seeking tutors described in Figure 1, the current process for student tutors seeking new clients has several problems. With so many options available, it is difficult for student tutors to find new clients that will benefit from their expertise. Student tutors also face the same decision obstacles their counterparts face. In addition to these obstacles, tutors have the added requirement of becoming qualified on their platform. Many platforms on the market such as Skooli, Wyzant, and Tutor.com all require degrees as their minimum qualifying requirement. For undergraduate degree-seeking university students, these platforms are not accessible since these students have not yet earned their degree(s). Platforms such as Facebook and Care.com will often be utilized by university student tutors since qualifications are optional. However, these platforms do not serve primarily as tutor-hosting platforms. Due to this, the likelihood of a potential client finding the student tutor is not high.

Tutor Dash aims to bring these two groups of users together in one centralized platform. By providing a platform specifically targeted for university students, Tutor Dash will serve as a niche tool to fulfill the demands of university students involved on both sides of the private tutoring market. Effectively, this will mitigate many of the frustrations that both groups of users face when trying to find their counterparts.

2. Tutor Dash Product Description

Tutor Dash will be an android application supported for mobile devices running Nougat OS v.7.0 and higher. The aim of this application is to make tutoring more convenient for both student tutors and student tutees at universities by providing an intuitive interface with several features that will benefit the overall user experience. This application will be developed and designed solely for university students to alleviate some of the uncertainty when communicating
with strangers over an app service. By providing a niche tool for university students that the private tutoring market demands, Tutor Dash will be a unique product that not only has the potential to be profitable, but it also has the potential to increase student engagement and learning across multiple universities.

Tutor Dash will accomplish these claims by implementing a variety of features which include the following:

1. Constraining the user-base strictly to university students
2. Qualifying tutors in real-time based on previously-taken courses
3. Implementing multiple rating systems for both tutors and tutees
4. Providing a toggling availability option for both tutors and tutees
5. Allowing any course at any given university to be offered in-app
6. Implementing open availability and 24/7 scheduling
7. Providing a meaningful notification system
8. Automatically calculating competitive pay-rates based on market parameters
9. Allowing for both in-person and online meetings
10. Providing a mechanism for automatic payments within the app.

The biggest distinction between other tutor-hosting platforms and Tutor Dash is that Tutor Dash allows university students to become qualified based on their previously-taken courses in real-time. This concept of “real-time” qualification refers to the ability for students to supply their credentials and become qualified almost instantly. By implementing real-time functionality, tutors will be able to download the app and start tutoring in a matter of minutes as opposed to weeks. Tutor Dash will also implement an exclusive feature that calculates tutor pay-rates
automatically to mitigate experienced tutors from monopolizing the market. This feature will be discussed in Section 4.2.3 and illustrated in Figure 16.

A more in-depth look on how Tutor Dash will affect the current process flows is illustrated in Figure 3. The decision obstacles that currently make finding tutors difficult for tutees and vice versa will be completely eliminated by Tutor Dash’s implementation because it will fill the gap that currently exists in the private tutoring market. The premise is simple; both tutors and tutees log into the app, and they will be able to find who they need immediately in real-time.

Figure 3. How Tutor Dash Affects the Current Processes

Tutor Dash merges the two current process flows illustrated in Figures 1 and 2. By providing a niche tool that connects students at the source, many of the current decision obstacles are bypassed.
Figure 4 illustrates a more comprehensive flow of how Tutor Dash will work. Users will first have to download the application onto their android phone, and then they will need to create a user account. At this point, the user can specify whether he/she would like to be qualified as a tutor by uploading his/her official academic transcript into the application or remain only as a tutee. Every user will be a tutee by default even if he/she never exercises this part of his/her membership. Membership eligibility is determined by the user’s university email address, so if the user tries to sign up with an email that does not have a domain supported by the application, then his/her membership request will be denied. Once the user’s membership has been instantiated, he/she will be ready to use the application.

![Tutor Dash Process Flow](image)

**Figure 4. Tutor Dash Process Flow**

Tutors and tutees must download the app, and then sign up for an account. Once membership has been established, users will then be notified about other potential compatible users based on their login status (i.e., logged in as tutor or logged in as tutee).

Users will be able to search for other users depending on which discovery mode they are currently viewing. This feature will be discussed later in Section 4.2.2 and illustrated in Figure 8. Searching will be one way of finding other potential tutors or tutees, but Tutor Dash will also
implement a notification system that will alert users when potential compatible matches are found. This behavior will be discussed later in section 4.2.2. By default all notifications will be set to ‘on’, but users will have the ability to configure their notifications to disallow certain alerts (see Figure 12).

2.1. Objectives and Goals of Tutor Dash

The ultimate goal of Tutor Dash is to fill the gap in the private tutoring market by providing university students across several campuses with an intuitive tool that they can utilize to find private tutors and/or find new clients to tutor. Tutor Dash aims to accomplish this goal by providing several features that will automate many of the decisions and processes that students currently face when searching for tutors/tutees. These features include initiating searches, determining compatibility, and setting up payments. Long-term goals for Tutor Dash include contributing to the lowering of DFWI rates across several universities, as well as establishing long-term repeat customers.

2.2. Features and Capabilities

Tutor Dash will consolidate features from various platforms that already exist in the private tutoring market. Examples of such features include a rating system for tutors, searching based on predefined parameters, and in-app payments. However, Tutor Dash’s implementation of these features will be handled differently in an attempt to optimize and automate these processes. In addition, Tutor Dash will also implement features not present in any other product or platform currently available on the market such as real-time qualification and pay-rate calculation.
The user-base of Tutor Dash will be constrained to only identifiable university students. This will allow users to feel more comfortable when using the app since they will know that all other users are in a similar demographic and situation. This check will be handled when a new user attempts to sign up with Tutor Dash. The user will be required to provide a valid university-affiliated email address in order to sign up. The user must also confirm that the provided email is in fact theirs before they are allowed to use the app.

Tutors who sign up with Tutor Dash will be qualified within seconds. When signing up for Tutor Dash, users will have the option to become a tutor right away. This feature will also be available later if the user does not want to go through this process upon signing up. To become a tutor, users will be required to provide an official university academic transcript, and after this transcript has been analyzed, it will generate a list of eligible courses based on grade that the user will be able to offer tutoring services in. The user will be able to choose to any number of courses in this list, and offered courses will have the ability to be modified later if desired.

Both tutors and tutees will be granted a rating system. Tutors will have two rating systems: one to encapsulate their average rating amongst all tutored courses, and one for each of their tutored courses. This distinction is important to make because tutors may be more effective tutoring certain courses than others. Tutees will also be granted one rating system to encapsulate their average rating amongst all course tutoring sessions that they attended. This tutee rating scheme will be implemented in an attempt to deter absences from tutoring sessions.

Similar to how availability works in Uber, in Tutor Dash, both tutors and tutees will have the ability to toggle their availability. This will allow users to see when other users are available to chat or schedule a meeting. More importantly though, toggling availability from ‘off’ to ‘on’
will signal an alert to other users who are potentially compatible. This will allow users to find who they are looking for faster than just simply searching.

Any course that a university offers will be a tutorable course option in Tutor Dash. Tutees will search for tutors to help them with particular courses, so by allowing every course at any given university to be tutorable, this will help supplement the limited scope of course tutoring programs that their university provides.

Tutors and tutees will be allowed to schedule meetings at any time. By implementing this feature, students will not have to rely on the inflexible hours of university tutoring programs in order to receive course-specific tutoring help. Meetings will also be treated as calendar events so that users can visually see their upcoming schedule before determining if a new meeting event will/will not conflict.

Tutor Dash will implement a unique feature where users will receive notifications based on potential compatible matches. When a user A sets his/her availability to ‘on’, if another user B is looking for users that fit the criteria for user A, then this will be considered a potential compatible match, and user B will be notified that A is available. This feature will apply to both users who are tutors and users who are tutees.

Users will be able to communicate within Tutor Dash via chat. A chat will be implemented so that users can discuss topics with each other in real-time before deciding to schedule a meeting. Chat history will also be stored so users can revisit conversations.

Tutors will have the ability to deny meeting requests. When a tutee sends a request to a tutor for a meeting, the tutor will have the option to either deny or accept this request. Not all
meetings will fit a tutor’s schedule, so it is critical that tutors have the option to deny requests for meetings.

In an effort to maintain competition in Tutor Dash and prevent monopolization of the market, pay-rates for each tutor will be calculated automatically. This means that tutors will not be able to set their own pay-rates, rather an algorithm will take into account several parameters relating to the current market environment such as course demand and tutor rating, and use these to generate a competitive pay-rate for that tutor. Pay-rates will be supplied for each course that a tutor offers, and rates will be updated synchronously at least twice a day.

To accommodate the needs of all students, tutors and tutees will be able to attend meetings in-person or via web conferencing. When tutors decide to offer new courses, they will be required to select whether they want to offer tutoring sessions for this course in-person, via web-conferencing, or both. These delivery methods will be have the ability to be modified later if desired.

Users will be able to pay other users within the scope of Tutor Dash. Before users are allowed to schedule meetings, they will be required to set up at least one payment method. For outgoing payments, a user will be able to select their credit/debit card, digital wallet, or PayPal as a payment method, but for incoming payments, users will only be allowed to select their PayPal as the method. Though the functionality for payments will be included in-app, transactions and payment credential storage will be handled by a reliable third-party service named Braintree.
2.3. Major Functional Components

There are several major functional components of Tutor Dash. These components have been broken up into three categories: software, hardware, and entities. Software components refer to software that Tutor Dash will either invent or implement using an existing API, hardware components refer to hardware specifications of the target devices that will allow Tutor Dash to run its software, and entities refer to components that may or may not be software but are vital to the functionality of Tutor Dash. Figure 5 illustrates how all of Tutor Dash’s major functional components will be interconnected.

![Figure 5. Major Functional Component Diagram](image)

Tutor Dash has an extensive back-end. To do this, it will leverage several well-documented APIs suited for Android such as Firebase, Braintree, Google Maps, and Google Calendar.
2.3.1. Software

There are several software APIs that Tutor Dash will be leveraging. In particular, Firebase will be used extensively throughout Tutor Dash. Firebase is a collection of scalable tool kits and services that many modern mobile and web apps use as their primary method of storing data. Firebase’s Cloud Firestore API will serve as Tutor Dash’s database server and Firebase Authentication will be used to implement boiler-plate membership features such as logging in and out and password resets. For development, Firebase Test Lab will also be leveraged to test for app bugs and simulate user interactions.

Braintree is another API that Tutor Dash will rely on heavily. Braintree is a reliable third-party service that several big-name apps such as Uber and Poshmark use to handle their in-app transactions. Braintree will handle all payment transactions between users in Tutor Dash and all payment credentials will be stored in Braintree’s “Vault”. When users add payment methods to their Tutor Dash account, Braintree will be the service storing these methods, and when users authorize payments, Braintree will handle the transactions.

Tutor Dash will also make use of multiple Google APIs. Google Calendar will be used so that users can add and/or modify Tutor Dash events on their personal Google Calendar. This API will also be used for meetings via web conferencing since Google Hangouts will be the streaming service of choice. Google Maps will also be used in Tutor Dash. Some users may want to know how far other users are away from them, so by leveraging the Google Maps API, this will allow not only for these distance calculations to be easier, but it will also allow for a visual google map view to be embedded within UI of the Tutor Dash application.
Some new pieces of software will also be invented for Tutor Dash. For the back-end, a parsing algorithm will serve as the primary component for qualifying tutors in-real time. Users will upload their academic transcript, and this algorithm will determine which courses that user is eligible to tutor. It will also add new courses to the database to give users searching for other users in the app a better experience. Another algorithm unique to Tutor Dash will be the pay-rate calculator. This algorithm will automatically calculate the most competitive rate that a tutor can charge for any course they offer and subsequently set that as their pay-rate. For the front-end, an entire user interface will be built using XML layout files. This UI will be custom-made, and it will wrap the user account and network components of Tutor Dash by providing an intuitive experience that will not require much learning to use.

2.3.2. Hardware

Tutor Dash will primarily be a cloud-based application, but it will require a physical device to host the application. Devices hosting Tutor Dash will be required to run at least Android Nougat OS v.7.0 and include GPS capabilities in order for the app to function properly.

2.3.3. Entities

There are a few entity components that Tutor Dash will make use of in order to achieve its success. Tutor Dash will be developed for a particular set of end users (i.e., university students), and these users will be considered entities, as they are vital to Tutor Dash’s process flow illustrated in Figure 4. These users will be university students seeking tutoring services and/or students seeking academic assistance. The users will interact with other entities such as their student email (for signing up), and their university registrar (for requesting an academic transcript). The last identified entity is the user’s G Suite. G Suite will be used in Tutor Dash in
order to connect to the user’s Google Calendar so that Tutor Dash meetings can be placed onto the user’s schedule.

3. Identification of Case Study

Tutor Dash will be developed solely for two groups of users that serve as counterparts to each other. The first group of users are students seeking academic assistance in the private tutoring market. These users may be seeking help routinely or occasionally. The second group of users are university students looking to provide tutoring services. Students included in this group may already be private tutors simply looking to expand their client-base, or they may be students who are looking to earn extra income in their spare time.

By providing supplemental tutoring for specific university courses, even though Tutor Dash will not be university-affiliated, it will effectively expand the scope of tutoring services provided by any given university. Potentially, if enough tutors were to sign up for memberships, Tutor Dash could expand this scope to cover 100% of all university-offered courses. Universities can also benefit from Tutor Dash even though they will not be directly involved. DFWI rates would most likely decrease as usage of the application increases since students will be more engaged in their course material. This result would not only reflect positively on universities, but it would also reflect positively on students as they would save on tuition costs due to not having to repeat courses.

Tutor Dash also has the potential to establish long-term repeat customers at several different universities. The rating systems and core features that Tutor Dash will implement will promote users to return to the app. Similar to Uber, with Tutor Dash, as users improve their
ratings, so do their benefits. Tutees with high ratings will have a higher likelihood of being granted tutoring sessions, and tutors with high ratings will receive higher calculated pay-rates.

4. Tutor Dash Prototype Description

The prototype for Tutor Dash will be very similar to the real-world product (RWP), however, there will be one major difference; the prototype will be limited to the scope of Old Dominion University students, while the real-world product assumes several universities. Old Dominion University will serve as the test environment for the application, but the development will assume that the product will be expanded upon in the future. Because Tutor Dash will be implementing scalable APIs, expanding the app’s user-base in the future will not be a difficult task to complete. Table 1 illustrates a direct comparison of the Tutor Dash prototype to the Tutor Dash RWP.

The prototype will include most of the features that will be present in the RWP such as the notification system, real-time scheduling, and automatic payment calculations, but there are some features that will be eliminated. Since Tutor Dash is intended to be a user-run application, the real-world product assumes there will be a team of maintainers to moderate activity. The prototype will not include a team of human resources, so as a result, features such as banning malicious users, reporting/appealing false negative reviews, and awarding bonuses/incentives to long-term customers will not be present in the prototype.

Some features of the prototype will be implemented, but they will only be partially functional. For example, pay-rates will be calculated synchronously at least twice a day based on several parameters present in the current market environment, but the actual values of these parameters will not be known during the prototyping phase since the values are dependent on
user activity. Another example of a partially functional feature that will be present in the
prototype is refunding. In the RWP, refunds would be granted manually on a user-by-user basis,
so it is likely that the prototype will include this feature, but it will not be made of any use since
it will require a team of moderators to fully implement.

[This space intentionally left blank]
<table>
<thead>
<tr>
<th>Feature</th>
<th>RWP</th>
<th>Prototype</th>
</tr>
</thead>
<tbody>
<tr>
<td>On-the-fly tutor qualification based on transcript</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>University student verification based on email</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Search results tailored based on tutor/tutee mode</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Real-time scheduling</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Weighted ratings for every course</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Reviews and comments on user profiles</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>In-app payments/deposits (any transactions)</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>In-app messaging/history of conversations</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Web conference and in-person meeting support</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Relative distance user A is from user B appears in query</td>
<td>Fully-Functional</td>
<td>Fully-Functional</td>
</tr>
<tr>
<td>Night mode</td>
<td>Fully-Functional</td>
<td>Eliminated</td>
</tr>
<tr>
<td>Automated pay rate calculation for every course</td>
<td>Fully-Functional</td>
<td>Partially Functional - Mean &amp; std. dev. of pay-rates will need to be mocked up</td>
</tr>
<tr>
<td>Reporting features</td>
<td>Fully-Functional</td>
<td>Partially Functional - Users can report, but no action will occur</td>
</tr>
<tr>
<td>Re-authentication when navigating back into app</td>
<td>Fully-Functional</td>
<td>Fully-Functional - However, this feature may disrupt the user experience</td>
</tr>
<tr>
<td>Refunds due to poor experiences</td>
<td>Fully-Functional</td>
<td>Partially Functional - Most likely, this will not be automated, but it still will exist</td>
</tr>
<tr>
<td>Free sessions/monetary bonuses</td>
<td>Fully-Functional</td>
<td>Eliminated</td>
</tr>
<tr>
<td>Blacklisting of users</td>
<td>Fully-Functional</td>
<td>Partially Functional - Capabilities will be implemented but not used</td>
</tr>
<tr>
<td>Support of multiple universities</td>
<td>Fully-Functional</td>
<td>Eliminated</td>
</tr>
<tr>
<td>Cross-platform support</td>
<td>Eliminated</td>
<td>Eliminated</td>
</tr>
<tr>
<td>Firebase console linked to test suite(s) with mockups</td>
<td>Eliminated</td>
<td>Fully-Functional</td>
</tr>
</tbody>
</table>

**Table 1.** RWP vs. Prototype

The real world product is not too much different than the development prototype as many of the proposed features will be fully functional in both. However, the prototype will need to have some data mocked up to simulate various user accounts.
4.1. Prototype Architecture

Since its inception, the Tutor Dash product was intended to be scalable. By selecting reliable and scalable third-party APIs that will serve as the application’s core, the prototype will be designed to scale well in the future if necessary. Because of this, the architecture of the prototype will remain mostly the same as the RWP. Figure 5 describes the major functional components of the Tutor Dash RWP, but this same diagram can be applied to the prototype with only a couple of exceptions. The entities for both university registrar and end users will be constrained from general universities to solely ODU.

4.1.1. Prototype Hardware

Like the Tutor Dash RWP, the TutorDash prototype will require hardware to run. The only hardware constraints that will be required for the prototype is that devices will be required to run Android Nougat v.7.0 or higher and have GPS capabilities. These devices may be physical or virtual machines, and the prototype will utilize both in its development process.

4.1.2. Prototype Software

The APIs that the prototype will leverage will be exactly the same as the RWP. By doing this, it will allow the prototype to not only be scalable, but it will also allow for easy expansion when adding new features since the APIs will remain constant.

The prototype will also implement five major algorithms which all utilize some third-party API. The PDF transcript parsing algorithm will implement a PDF parsing library named PDFBox, and it will allow users to upload their official academic transcript into the app so they can become qualified to tutor courses in which they received above-average marks in the past. A relative distance calculating algorithm that leverages the Google Maps API will be used
to show approximate locations in a visual display that other users are from any given user. The pay-rate algorithm that utilizes real-time Firebase APIs will compute pay-rates synchronously based on various market parameters for every course that a tutor offers in an attempt to control monopolization and stimulate demand. A web-conference creator algorithm will be utilized by implementing the Google Calendar API to generate a calendar event on a user’s Google Calendar with Hangouts enabled to serve as the meeting medium. There will also be an algorithm that will utilize both Braintree and Firebase to handle automatic payments based on the numerous outcomes that may occur before, during, and after meetings.

4.2. Critical Design Components

The entirety of Tutor Dash can be broken down into three critical design components. These components are the database, UI/UX, and algorithms. Each component will serve its own purpose within Tutor Dash. The database will act as the network and server that users will communicate and connect to, the UI/UX will serve as the font-end of the app to deliver content in an intuitive fashion, and the algorithms will serve as the back-end to implement the unique features that Tutor Dash will present.
4.2.1. Database

The primary database that Tutor Dash will be using is the Cloud Firestore provided by Google’s Firebase. Unlike a relational SQL database, Cloud Firestore is set up to resemble a cloud file system by mimicking a document-like or JSON-like tree directory structure. The Cloud Firestore that Firebase provides is used by several well-known applications such as Lyft, Venmo, and Trivago due to its intuitive file structure and well-documented APIs. Another advantage of this database is that content can be updated and modified in real-time, so delays after updates will not be a concern. Given that Tutor Dash will be a mobile application with plans to scale up in the future and have content modified in real-time, this type of database will be optimal. A more comprehensive look at how Tutor Dash’s database will be structured is illustrated in Table 2.

<table>
<thead>
<tr>
<th>User</th>
<th>School</th>
<th>Reviews</th>
<th>Payments</th>
<th>Schedule</th>
</tr>
</thead>
<tbody>
<tr>
<td>UID</td>
<td>schoolID</td>
<td>reviewerUID</td>
<td>receiverUID</td>
<td>schoolID_uid</td>
</tr>
<tr>
<td>uName</td>
<td>schoolName</td>
<td>rating</td>
<td>date</td>
<td>dateID</td>
</tr>
<tr>
<td>fName</td>
<td>schoolSuffix</td>
<td>comment</td>
<td>eventID</td>
<td>startTime</td>
</tr>
<tr>
<td>lName</td>
<td>courses</td>
<td>timestamp</td>
<td>eventName</td>
<td>stopTime</td>
</tr>
<tr>
<td>email</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>picURL</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>schoolID</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>isTutor</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>isAvail</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>coursesOffered</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>coursesEligible</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>coursesPayRate</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>tutorRating</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>tuteeRating</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>inPerson</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>webConf</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>location</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bio</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>timesSinceRequest</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>courseHours</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>courseID</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Table 2.**

Database Schema

Unlike a traditional relational SQL database, Firebase does not utilize Entity-Relationship Diagrams. This table shows each JSON document as it exists in the Tutor Dash prototype.
The database schema for Tutor Dash will be structured into several collections of fields known as documents. These documents that Tutor Dash will be using are User, School, Course, Chat, Blacklist, Review, Payment, and Schedule. Each document will have a designated field that will be used to cross-reference another document. These fields are “UID” for User, “schoolID” for School, “courseID” for Course, “UID1_UID2” for Chat, “email” for Blacklist, “UID” for Review, “UID” for Payment, and “schoolID_UID” for Schedule. It is worth noting that traditional primary keys are not enforced in the Cloud Firestore Database, so this allows the primary reference field to change later on if necessary.

4.2.2. UI/UX

The UI/UX or user interface & user experience component of Tutor Dash will be what conveys all of the back-end functionality to the user. This component will be broken down into four distinct phases and two distinct views as illustrated in Figure 6. A phase refers to a collection of the screens that the user will experience in a particular order, while a view refers to a collection of screens that the user can experience in any particular order. Each phase will be visited sequentially, while each view will be visited non-sequentially.

[This space intentionally left blank]
Figure 6. UI/UX Full Implementation

The UI/UX will be composed of six phases and two views. Phases are areas of the UI/UX that are visited in a specific order, while views are areas of the UI/UX that are not visited in any specific order.

Phase 1 of the UI/UX will be designated as the login and signup phase. During this phase, users will have the ability to either sign up for a new Tutor Dash account, or login to an existing account. A more in-depth look at how this phase will look on the front end and flow is shown in Figure 7.
Figure 7. UI/UX Phase 1

This figure illustrates the login/sign up phase. During this phase, the user will either sign up for a new account or log in with an existing account. If they are signing up and wish to become a tutor, then they can provide their transcript during this phase if desired.

When a user starts up the app, he/she will be prompted to login. If he/she has an account, then he/she will login using his/her account credentials and be transferred immediately to the next phase of the UI/UX. However, if the user does not have an account, then he/she will need to sign up. The user will need to provide his/her first name, last name, email, password, and school in order to sign up. The user will also have the ability to sign up as a tutor by selecting a checkbox when he/she creates an account. As long as the user’s email domain is valid for the school that he/she selected, an account will be created. If a user selected to become a tutor, then the additional step of becoming qualified for courses is offered as an option. During this step, the user will provide a PDF version of his/her academic transcript and based on the grades present in the transcript, this will generate a list of courses that this user is eligible to tutor. After the user selects the desired courses, sign up is complete and the user will then be transferred to the next phase.
Phase 2 of the UI/UX will be the tutor/tutee discovery phase, and this is the phase where users look for one another. During this phase, users will have the ability to search and filter results based on the parameters and inputs they choose. Users will also have the ability to visually observe approximately where other users who have their location permissions turned on are currently located by toggling between the tutor and tutee view modes. Figure 8 illustrates how all of these screens for this phase will appear and flow.

![UI/UX Phase 2](image)

**Figure 8. UI/UX Phase 2**

This figure illustrates the tutor/tutee discovery phase. During this phase, users will be able to interact with the database by searching for other users based on their own search parameters.
When a user enters this phase, he/she will see a map view. This map view will have both a tutor and tutee viewing mode. Depending on who the user is looking for will determine which users are displayed on the map. If the user is viewing in tutee mode, then this user will be treated as a tutee looking for tutors. If the user is viewing in tutor mode, then this user will be treated as a tutor looking for tutees. If this user sees other users on this map view, he/she can click on that user’s icon, and this will expand on the information, such as the rating for that user.

By default, users will be navigated to the map view, but they can navigate to other views if desired. The text discovery view will present the same information that the map view presents, but it will not display the map. Users will be able to browse for nearby tutors/tutees depending on which viewing mode they have selected, and the information displayed for each user in this viewing mode will be the same information that is displayed when a user clicks on another user’s icon in the map viewing mode.

The search view will be another way that users can find one another. In this viewing mode, users will be able to query the database for specific criteria such as school, course, and distance. Users can filter these results based on rating and price if applicable. Also present in this search viewing mode is a button that allows users to search for other users by username. This feature will be especially useful in the case that a user wants to find another user they attended a session with in the past.

Phase 3 of the UI/UX will be the session selection phase, and it is where tutees will be able to decide if potentially compatible tutors will be available for sessions that fit their schedules. As long as users are viewing in tutee mode, they will be able to enter this phase.
Figure 9 illustrates the front-end appearance and flow that will occur between the various screens included in this phase.

![Figure 9. UI/UX Phase 3](image)

This figure illustrates the session selection phase. During this phase, the user will create a request for a session that fits theirs and the tutor’s schedules. Once this request is sent, the tutor will be notified.

The precondition for a tutee entering this phase is that the tutee must have selected a tutor for which he/she will try to schedule a session with. The tutee will be initially navigated to a screen which will show all the courses that this tutor offers. On this screen, there will be two options presented. The tutee will either be able to select a course for which he/she wishes to schedule a request for, or he/she will be able to send a message to the tutor. If the tutee sends a message, this message will be sent to the tutor and he/she will be notified immediately.

If the tutee selects a course to request, then he/she will be navigated to a screen which prompts him/her to either select an available time or try to schedule the meeting immediately. By selecting the option to schedule a meeting immediately, this will find the next available time slot that exists in the tutor’s availability. If the tutee submits a request that conflicts with either theirs
or the tutor’s schedule, then he/she will be alerted, but this will not prohibit the request from being sent. The corresponding tutor will receive the tutee’s request immediately, and it is at this point that he/she can either accept or deny the request. Once the tutor responds, the tutee will receive this response, and if it was an “accept” response, then this event will be added to both users’ Google Calendars and in-app schedules.

Phase 4 of the UI/UX will be the active session phase. Users will enter this phase at the time that a session is set to begin. Users will be reminded prior to the session’s start time, and once the session begins, a variety of events will occur. Figure 10 shows the active session phase and how it will connect to the rest of the phases in the UI/UX.

![Figure 10. UI/UX Phase 4A](image)

This figure illustrates the active session phase. When a session has started, both tutor and tutee will be prompted to acknowledge that both users are in the meeting. The session will then proceed with a timer, and after the session ends, the tutor will be paid. Both users will then be prompted to rate the corresponding user.
Both a tutee and tutor who have a meeting scheduled together will enter this phase. When the meeting is set to begin, both users will receive an alert which will navigate them both to a screen prompting them to acknowledge the start of the session. This acknowledgement is known as the “handshake agreement”, and it is discussed later in section 4.2.3 and illustrated in Figure 18. After both users acknowledge the session, both of their availabilities will be turned off automatically. This means when other users are viewing the app in the map viewing mode, these two users who are currently in a meeting will not show up on the map. Figure 11 illustrates how this behavior affects the front-end of the map viewing mode from Figure 8.

A session will end once both users agree to end it. Both users will do this by clicking on a “Finish Session” button, and once both users have clicked it, they will then be navigated to a screen where they must rate each other based on performance. After the ratings for both users have been provided, the tutor will be automatically paid based on his/her pay-rate for that course and the length of the session. A more in-depth explanation as to how payments will be handled on the back-end are discussed later in section 4.2.3.

View 1 of the UI/UX will serve as a collection of screens to store several different options. In this view, users will be able to customize and examine several pieces of miscellaneous information relating to Tutor Dash’s functionality and user experience. Users will
be able to navigate to their settings from anywhere in the app once they are logged in. Figure 12 illustrates this settings view and how it connects to the rest of the user interface. The settings available to all users include the following:

- Modify notification alerts to receive more or less alerts than the default
- View Google Calendar and/or in-app calendar for upcoming events
- View member profile
- View Terms of Use agreement
- View documentation on how to use Tutor Dash
- Manually resend local alerts out to potentially compatible users
- Update or add tutor eligibility status

![Figure 12. UI/UX View 1 - Settings](image)

The settings view will give users the ability to modify notifications, toggle night mode (not present in prototype), view their calendar, view their profile, review the terms of use agreement, view the user manual, sign up to become a tutor, and send out local availability alerts.
View 2 of the UI/UX will serve as the user profile view, and it will be where users can access their public and private information associated with their membership. When a user logs in, he/she will be able to observe this view by navigating to it from the settings. When viewing other users’ profiles, private information will be hidden, while public information will remain readable to anyone. This public information will include username, email, ratings, tutored classes, scheduled sessions, session requests, previous sessions, and availability. Figure 13 illustrates how the front-end of this view will be laid out.

Figure 13. UI/UX View 2 - User Profile

The profile edit view will allow the user to view and/or modify public and private information stored in their user profile. All information is viewable, but not all information on the profile is able to be modified (e.g., rating, previous sessions).
4.2.3. Algorithms

The features that Tutor Dash plans on offering will be implemented using five major algorithms, with each of them serving a distinct purpose. These algorithms include a PDF transcript parsing algorithm, a relative distance calculator, a competitive pay-rate calculator, a web conference appointment creator, and an algorithm to handle various situations surrounding payments.

The PDF transcript parsing algorithm shown in Figure 14 will serve two purposes. The first purpose will be to handle the parsing of a PDF. After a user uploads his/her transcript into the app to be parsed, he/she will then see a list of courses in which he/she is eligible to tutor, and it is the responsibility of this algorithm to read in the text, extract the meaningful course-related information, and finally send it to the front-end to be displayed to the user.

![PDF Transcript Parser Algorithm Flow](image)

**Figure 14. PDF Transcript Parser Algorithm Flow**

This figure illustrates the PDF transcript parsing algorithm. Transcripts will be parsed as PDFs, and if they are valid transcripts, the user will be qualified to tutor selected courses based on their previous grades present in the text.
The second purpose of the transcript parsing algorithm will be to add new offered courses to the database. In the search view mode of the tutor/tutee discovery phase of the UI/UX shown in Figure 8, users will have the ability to search for other users based on course. Only courses that have at least one available tutor will show up as a selectable option, so it will be important that this algorithm keeps the database up-to-date so that users will not waste their time querying the database for information that does not exist.

This algorithm will be achieved by implementing a Java PDF parsing library called PDFBox to parse the transcript and Firebase APIs to connect to and update the existing database. The parameters for this algorithm will be the university name, the PDF transcript itself, and the minimum qualifying grade that would determine whether a user is eligible to tutor any course found in the transcript.

The job of the relative distance calculator shown in Figure 15 will be to determine the approximate distance that a set of users B who appear in a search query are from a single user A. When A searches and subsequently gets results returned to him/her in the tutor/tutee discover view (Figure 8), as long as A and a user in the set B have both of their location permissions enabled, A will be able to see an approximate distance that this user in B is from A. These locations will also be displayed on the map view in the tutor/tutee discovery view.
This figure illustrates the relative distance calculation algorithm. Coordinates from Android devices will be stored in the database and updated frequently. By using the distance formula, an estimate for distance away other users are from the current user is calculated.

This algorithm will leverage Android location services as well as the Google Maps API to hook into the front-end. The Cloud Firestore API will be used to update locations as often as necessary, and most likely this will be run synchronously at fixed points during the day. The parameters for this algorithm will include time, the time interval between location updates, and the android device GPS coordinates of the user who initiated the search query and every user who appears in the search query result.

The pay-rate calculator described in Figure 16 will be particularly significant to Tutor Dash, as this algorithm will handle the calculating of pay-rates for every course that a tutor offers. By comparing several environment parameters that will be stored in the database, this algorithm will be able to accurately predict the best possible price that a tutor can charge and still receive business in a reasonable amount of time.
This figure illustrates the pay-rate calculation algorithm. Users will not set their pay, rather an algorithm will determine their pay based on course popularity, course demand, other tutors’ pay-rates, and time since last request for course tutoring session.

This algorithm will be achieved by implementing several APIs. To determine the demand of any particular course, the mean and standard deviation of pay-rates that other tutors with similar ratings and experience are charging must be calculated. In order to do this, the database must be updated with these values as frequently as possible, but not so often that it would affect the performance of the server. Cloud Firestore will be utilized heavily in this algorithm as it will allow for frequent real-time writes to occur to the database and functionality exists in the API to calculate mean and standard deviations of certain fields present in the database.

There are several parameters that will be required for this algorithm to function. To accurately calculate a tutor’s pay-rate for any given course, this algorithm will need the tutor’s overall rating, the tutor’s course rating, the demand of the course, the tutor’s experience level,
the time of day, the mean and standard deviation of pay-rates for the course, and time since the last request for the course.

The purpose of the web-conference appointment creator algorithm will be to automate the process of creating calendar events with web conferencing. Illustrated in Figure 9, if a tutor accepts a session request from a tutee, a calendar event will be created and added to both users’ Google Calendars. If the session delivery method happens to be via web-conference though, then the extra step of attaching web conferencing to the event will be required. Figure 17 shows the logical process flow for this algorithm.

![Figure 17. Web-Conference Appointment Creator Algorithm Flow](image)

This figure illustrates the web-conference event creator algorithm. If a session is determined to be via online, then an event with Google Hangouts conferencing will be created on the tutor’s Google Calendar and sent to the tutee automatically.

Web-conferencing will not be hosted within the scope of Tutor Dash’s software, rather it will be handled by Google Hangouts. In order to create events and access a user’s Google Calendar, the Google Calendar API will be leveraged so that events can be created and
customized programmatically. The parameters for this algorithm are the start/end times of the session and both the tutor and tutee’s email addresses.

The final algorithm that will be implemented within Tutor Dash is the algorithm that will automate the process of paying tutors. The prerequisites for this algorithm are that tutors must have an incoming payment method setup in their Tutor Dash account and tutees must have an outgoing payment method set up in their Tutor Dash account. Figure 18 demonstrates the logical flow of how payments will be handled.

Figure 18. Payment Logic Algorithm Flow

This figure illustrates how payments will be handled in Tutor Dash. To improve security, payment accounts will be handled separately by a reliable and well-documented API called Braintree.
When a tutee is ready to send a session request to a tutor, he/she will be implicitly agreeing on the amount of money that the tutor is charging, so before this request can be sent, a check is performed to make sure enough money is present in the tutee’s outgoing payment account. This check will be performed using the Braintree API. Once the session is marked as “finished” by both the tutor and tutee, after both of them have rated one another, the transaction will proceed. The amount that will be taken from the tutee’s outgoing payment account and transferred into the tutor’s incoming payment account will be calculated based on both the tutor’s pay-rate at the time the session request was accepted and the length of the session.

In order to mitigate cancellations and absences, a “handshake agreement” will also be implemented within this algorithm. The ideal case is that both users will attend their meeting on-time, and thus both would complete the “handshake”, acknowledging that both users were present and the meeting can proceed as normal. However, this cannot be assumed to happen 100% of the time. If one user is absent from the meeting, and the other user is not absent, then this meeting will fail to proceed. As a result, the user who was absent will be able to be rated poorly by the user who was not absent. If both users are absent from the meeting though, then this event will be handled as a normal cancellation, and neither user will be able to rate the other.

Braintree and Firebase will serve as the fundamental APIs behind this payment handling algorithm. This algorithm requires several instances where data needs to be updated quickly by one user and read instantly by another, so Cloud Firestore will be utilized for this algorithm since the API possesses those capabilities. The parameters for this algorithm will include the tutor’s incoming payment account, the tutee’s outgoing payment account, the tutor’s pay-rate at the time the session was scheduled, and the start/end times of the session.
4.3. Prototype Features and Capabilities

The Tutor Dash prototype will demonstrate many of the same features and capabilities that would be present in the RWP. This prototype will deliver an intuitive and objectively easy-to-use interface that will not require much learning upon using it for the first time. Users can expect a product that will deliver all of the core features present in the RWP. These features include:

- A user-base constrained to ODU students
- Implementation of real-time tutor qualification based on academic history
- Multiple rating systems for both tutors and tutees
- The ability to toggle availability on and off in a similar fashion to Uber
- Allowing any course at ODU to be offered as a tutor-able course in-app
- 24/7 scheduling for both in-person and online meetings
- A notification system that alerts users when other users contacted them
- Automated competitive pay-rate calculations
- A secure method of handling automatic transactions between users
- Implementation of chat and storage of chat history between users

All of these features will be significant in solving the problem. Some features that Tutor Dash will be implementing such as the rating system and scheduling of both online and in-person meetings are nothing new to the market, however, when these features are combined with new features that automate several existing processes like finding other users, setting pay-rates, and getting paid, Tutor Dash succeeds in solving most of the issues that many university students currently face in the private tutoring market.
4.4. Risks and Mitigations

Tutor Dash has several identified risks involved regarding its development. These risks can be categorized into three groups: customer risks, technical risks, and legal risks. Customer risks refer to risks that would directly impact the end-users of Tutor Dash negatively. Technical risks are risks that directly impact the integrity of Tutor Dash’s software and/or hardware. Legal risks are risks that the team behind Tutor Dash may face when trying to launch the product into the market. Figures 19 and 20 illustrate all of the identified risks surrounding Tutor Dash.

![Risk Matrix Overview](image)

**Figure 19. Risk Matrix Overview**

This figure illustrates all of the risks that the Tutor Dash RWP faces. Each of these risks is assigned an id that can be referenced in Figure 20.
<table>
<thead>
<tr>
<th>ID</th>
<th>Risk Description</th>
<th>Mitigation(s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>Student finds tutors to be unhelpful</td>
<td>• Rating system</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Payment refunds</td>
</tr>
<tr>
<td>C2</td>
<td>Prospective tutors faking their qualifications</td>
<td>• Require official transcript from university registrar</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Make tutors only eligible to tutor classes he/she has received a B or higher in</td>
</tr>
<tr>
<td>C3</td>
<td>Shortage of tutors</td>
<td>• Give small bonuses to tutors for a limited time (similar to Uber’s business model)</td>
</tr>
<tr>
<td>C4</td>
<td>Shortage of tutees</td>
<td>• Give free sessions to new users</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Give loyalty-free sessions for a certain number of usages</td>
</tr>
<tr>
<td>C5</td>
<td>Tutor/tuttee leaves a false negative review</td>
<td>• Allow users to challenge reviews (requires manual investigation)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Withhold ratings/reviews until both users agree on justification</td>
</tr>
<tr>
<td>C6</td>
<td>Users abuse application; use app maliciously</td>
<td>• Require users to agree to the terms of use agreement</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Blacklist (ban) users who violate the terms of use agreement</td>
</tr>
<tr>
<td>C7</td>
<td>Identity theft; non-users impersonate users and/or users impersonate other users</td>
<td>• Re-authentication when navigating to app from outside window</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• “Handshake” agreement between users when sessions begin</td>
</tr>
<tr>
<td>C8</td>
<td>Participating tutor/tutees don’t show up to their scheduled meetings</td>
<td>• Preallocate payments</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Require deposits</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Threat of poor ratings</td>
</tr>
<tr>
<td>C9</td>
<td>Users try to book overlapping sessions</td>
<td>• Only allow users to make appointments for times they don’t currently have a scheduled session</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Applies to both tutors and tutees</td>
</tr>
<tr>
<td>C10</td>
<td>Tutors are not adequately prepared to engage with tutees via web conferencing</td>
<td>• Alert users of the minimum requirements for web conference meetings upon selecting ‘web-conferencing’ as a tutoring preference.</td>
</tr>
<tr>
<td>T1</td>
<td>Payment is not received</td>
<td>• Integrate usage of a 3rd party API designed to handle e-transactions</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Braintree</td>
</tr>
<tr>
<td>T2</td>
<td>Difficulty automating the process of reading a submitted transcript</td>
<td>• Define reusable code for general case</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Optimize as more information is discovered</td>
</tr>
<tr>
<td>T3</td>
<td>Database server failure</td>
<td>• Use reliable servers maintained by large corporations</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Firebase</td>
</tr>
<tr>
<td>T4</td>
<td>Security breach</td>
<td>• Use 3rd party APIs which are already secure</td>
</tr>
<tr>
<td>T5</td>
<td>Application is not compatible on all android devices</td>
<td>• Define minimum SDK for weaker hardware phones</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Define normal SDK for normal hardware phones</td>
</tr>
<tr>
<td>T6</td>
<td>Network server failure</td>
<td>• Server redundancy</td>
</tr>
<tr>
<td>T7</td>
<td>Pay-rate algorithm doesn’t calculate competitive rates</td>
<td>• Determine a base pay that will increase/decrease due to various factors</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Compare pay-rates of similarly rated tutors who tutor the same courses</td>
</tr>
<tr>
<td>T8</td>
<td>Web-conferencing session is not set up properly</td>
<td>• Use Google Hangouts</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Ask permission from user to schedule events in their calendar via Google API’s</td>
</tr>
<tr>
<td>T9</td>
<td>Unexpected interruption prohibits online sessions from occurring</td>
<td>• Refund payments in this case as long as both parties arrived to the meeting.</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Use a Google Hangouts, a commonly used web conference tool maintained by a large corporation.</td>
</tr>
<tr>
<td>L1</td>
<td>Violating The Family Education Rights and Privacy Act (FERPA)</td>
<td>• No portal access</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Transcripts are analyzed then thrown out</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Users agree to grade disclosure in terms of use agreement</td>
</tr>
<tr>
<td>L2</td>
<td>Users use application for illegal activities</td>
<td>• Terms of use agreement</td>
</tr>
<tr>
<td></td>
<td></td>
<td>• Reporting features</td>
</tr>
</tbody>
</table>

**Figure 20. Risk Matrix Descriptions**

This figure describes the risks for the Tutor Dash RWP introduced in Figure 19. Some of these risks such as C3 and C4 will not be mitigated in the prototype since they are mainly concerned with quantity of users.
4.5. Prototype Objectives and Goals

The objectives for the Tutor Dash prototype closely resemble the objectives for the RWP. The prototype will be a centralized platform where tutoring services can be offered and received. This platform will be designed for ODU students with devices running Android Nougat v.7.0 and higher. This prototype will implement many of the features that the RWP implements such as real-time tutor qualification, notifications, automatic pay-rates, and in-app payment transactions.

The main goal of the prototype will be to create a scalable mobile application that could potentially be a viable product in the future. In order for this goal to be achieved, Tutor Dash will need to gain an initial following of repeat users to establish the environment internal to the app. Tutor Dash will be developed initially for a small subset of its target demographic which will be the test environment for the app, but if this prototype application were to become popular among the ODU student body, Tutor Dash would likely be expanded upon in the future in order to complete the additional features that would be present in the RWP.

4.6. Prototype Development Challenges

There will be several challenges concerning the development of the Tutor Dash prototype. The biggest challenge that many of the other challenges stem from will be due to the team’s inexperience working with android API’s in an unfamiliar programming environment. For example, many of the third-party APIs that Tutor Dash will be implementing such as Google Calendar, Firebase, and Braintree are all new tools that very few team members have ever had exposure to.

Implementing the major automation algorithms that handle setting up web-conferences and pay-rates are also anticipated to be challenging efforts. Since these algorithms rely heavily
on unfamiliar third-party APIs, it is expected that the team will spend more time than average
developing and optimizing these algorithms. Since the team will be on a tight time-constrained
schedule, fully-implementing these algorithms is projected to be difficult to accomplish.

Another challenge that the team will face is the implementation of the “handshake
agreement”. The reason this is anticipated to be challenging is due to the fact that this algorithm
must absolutely be secure. Since this algorithm involves real-world currency, if a vulnerability
were to become exploitable post-release, this would reflect poorly on the development team and
lead to larger problems.

Many of the other challenges that the team expects to face are in regards to testing. Since
Tutor Dash is a user-run application with very little input from administrators, it is important that
when testing, there are enough users online to demonstrate the functionality of all of the features
included in the app. To do this, several mocked up accounts will need to be created. In order to
test the functionality of the app, these accounts will be leveraged during testing and manually
controlled, but this is anticipated to consume many hours. Since Tutor Dash is not a trivial
application, the presence of any bug could consume an unexpected amount of time, and this
could negatively impact the overall quality of the product since it could lead to features being cut
from the prototype.

[This space intentionally left blank]
5. Glossary

 Course-specific tutoring: Academic assistance services provided for a particular course at a particular university.

 DFWI: An acronym that stands for Drop/Fail/Withdraw/Incomplete. This relates to university course incompletion status.

 DFWI rates: Represents the ratio of university students who do not complete their courses to students who do complete their courses.

 Direct Competitor: Another product or company which is solely involved in the same domain space as Tutor Dash.

 Entity: A person, object, or external server that serves as a leveraged functional component of the Tutor Dash product.

 FERPA: The Family Educational Rights and Privacy Act is a United States federal law that protects the privacy of educational records.

 Indirect Competitor: Another product or company which is involved in the same domain space as Tutor Dash, but doesn’t not focus solely in that space.

 Tester: Individuals responsible for testing the quality of the software.

 Tutee: A university student seeking academic assistance.

 Tutor: A university student offering independent tutoring services that are qualified based off previously taken courses.

 Uber: A ride-hailing company that offers the Uber mobile app, which you can use to submit a trip request that is automatically sent to an Uber driver near to you, alerting the driver to your location.
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